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DETAILED PAK DIAGRAM (CPU 3,22 ’

SHIFT SEQUENCE

The shift sequence controls the operations necessary to perform the following
instructions:

20ijk Left Shift (Xi) by jk

21ijk Right Shift (Xi) by jk

22ijk Left Shift (Xk) Nominally (Bj) Places to Xi
23ijk Right Shift (Xk) Nominally (Bj) Places to Xi
24ijk Normalize (Xk) to Xi and Bj

25ijk Round Normalize (Xk) to Xi and Bj

26i jk Unpack (Xk) to Xi and Bj

27ijk Pack (Xk) and (Bj) to Xi

43ijk Form Mask of jk Bits to Xi

SHIFT 20, 21

The 20 instruction reads the selected Xi operand and shifts the 60-bit word left
circularly by jk bit positions. The bits which are shifted off the upper end are inserted
in the lowest order bit positions.

The 21 instruction reads the selected Xi operand and shifts the 60-bit word right with
sign extension by jk bit positions.

NOMINAL SHIFT 22, 23

The 22 instruction reads the selected Xk operand and shifts the 60-bit word either left
or right as specified by (Bj), If (Bj) is positive, the data is shifted left circularly by the
number of bit positions designated by (Bj). If (Bj) is negative, the data is shifted right
with sign extension by the ones complement of the number of bit positions designated by
(B)).

The 23 instruction operates in a manner similar to a 22 instruction except that if (Bj) Is
positive right shifts are performed, and if (Bj) is negative left shilts are performed.

\then shifting right, if the shift count in F s> 1"8' gating of the shift network to 15
during SH264 is blocked. A result of zeros is sent to the Xi register.
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NORMALIZE 24, 25

The normalize instruction reads the selected Xk operand and performs a normalize
operation on this word, delivering the normalized result back to the Xi register aad the
normalize count to the Bj register.

Normalization involves left shifting the coefficient until bit 47 is different from the
coelficient sign bit. The exponent is decreased by the number of bit positions shifted.
The normalize count used to shift the coefficient is developed by the normalize network.
The normalize count is sent to the SK register during SH164 to enable the desired shift;
it is also sent to the F register for subsequent writing into Bj during common time.

At the beginning of the normalize instruction, the Xj exponent is checked for indefinite
or infinite operands. An indefinite or infinite operand causes the Xk operand to be re-
turned to Xj unchanged, and gates zeros to Bj.

The normalize instruction also checks for exponent underflow alter the normalize count
is subtracted. If underflow is detected, the C register is cleared to zeros before
initiating common time. The resulting operand sent to the Xi register will contain a
zero exponent and coellicient,

The 25 instruction operates in a manner similar to the 24 instruction, except that bit 107
is set in the C register before sending C to the shift network, This round bit has the
effect of increasing the magnitude of the coelficient by one hall the value of the least
significant bit, after the shift is performed.

In addition to checking for underflow, the 24 instruction checks for a coefficient equal to
zero. The cnd case result, when coelficient equal to zero Is detected, is the same as
underflow, (Sec table 5-2-16.)

5-2-46.1
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TABLE 5-2-16. OVERFLOW AND UNDERFLOW CONDITIONS

OVERFLOW
INSTRUCTIONS OVERFLOW CONDITION RESULT
Normalize (24, 25) None ——-

UNDERFLOW
INSTRUCTIONS UNDERFLOW CONDITION | RESULT

Normalize (24 only) Initial coefficient = L0 X; = 0000 0....04. (Bj) = 60,

Normalize (24, 25) Final Exponent < -20004 )l{i = 0000 O.... 0g. (Bj) are correct

{See Note below.)

Note: Underflow of Exponent During Normalization: The final (Bj) are the same as if
underflow had not occurred. In particular, if the initial coefficient is zero, (Bj)
are equal to 608'

Error Exit Conditions

If Xk contains an infinite quantity (3777 x... -Xg or 4000 x... .xa) or an indefinite quantity
(777 x. .. - Xg or 6000 x... .xa). an optional exit mode selection is provided. The CPU
response is dependent on whether the approptiate exit mode selection was made and the
monitor flag /MEJ/CEJ condition.

An exit condition sensed (ECONDS) sets the ERROR EXIT FF (3.17) at the same time as
the next RNI sequence is initiated. Error exit clears the U3 instruction register, thus
forcing a return jump error exit sequence.
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UNPACK, PACK 26, 27

The 26 instruction reads the selected Xk operand, unpacks this word from the floating
point format, and delivers the coefficient to the Xi regls!er and the exponent to the Bj
register.

SIGN BIASED EXPONENT COEFFICIENT
PACKED QUANTITY I'l 1 l “ i | &S
% % « & °
UNBIASED
EXPONENT
v W00 7777 1=
" 10 8 ] “w °

The 60-bit word delivered to the Xi register during -¢ommon time (COMTO00) consists
of the lowest 48 bits unaltered from Xk, plus 12 bits equal to the sign bit.

The 18-bit quantity delivered to the Bj register during ¢ommon time (COMTO00) consists
of the Xk exponent unbiased and sign extended. Unbiasing the exponent and sign
extension is performed through I3 during SH114.

The 27 instruction performs the reciprocal process of the 26 instruction. The unpacked
quantities in Xk and Bj are packed in floating point format and delivered to the Xi register.

MASK 43

The 43 instruction generates a masking word using the 6-bit jk quantity to designate the
width of the masking field. The quantity is sent to the SK register. The C register is
cleared to zero and sent to the shift network. During the shift period, C is right shifted
by the jk quantity in SK. One-bits are forced to the shift network sign extension scheme,
thus replacing each shifted zero bit with a one-bit. The completed masking word sent to
the Xi register consists of one-bits in the highest order jk bit positions, and zero bits in
the remainder of the word.

5-2-46.2
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DETAILED PAK DIAGRAM (CPU 3.23)
BOOLEAN SEQUENCE

The Boolean sequence controls the operations necessary to perform the following

instructions:
Transmit
10i§x Transmit (Xj) to Xi
14ixk Transmit the Complement of Xk to Xi
Logical
11ijk Logical Product of (Xj) and (Xk) to Xi
12ijk Logical Sum of (Xj) and (Xk) to Xi
13ijk Logical Difference of (Xj) and (Xk) to Xi
15ijk Logical Product of (Xj) and Complement (Xk) to Xi
16ijk Logical Sum of (Xj) and Complement (Xk) to Xi
-17ijk Logical Dilference of (Xj) and Complement (Xk) to Xi

The 10 instruction transfers a 60-bit word from register Xj to register Xi.

The 14 instruction extracts the 60-bit word from operand register Xk, complements it,
and transmits the complemented quantity to operand register Xi.

The 11-13 instructions perform the logical product (AND function), logical sum
{inclusive OR function), and logical difference (exclusive OR function) of 60-bit words
from operand registers Xj and Xk, and place the result in oferand register Xi.

The 15-17 instructions perform the logical product (AND function), logical sum (inclusive
OR function), and logical difference (exclusive OR function) of the 60-bit quantity from
operand register Xj and the complement of the 60-bit word from operand register Xk,
and place the result in operand register Xi.

The arithmetic operations for instructions 11-17 are performed by the D adder. The
Boolean  sequence controls the logical operation codes sent to the D adder which, in
turn, directs the D adder ALU to perform the required logical operation.

5-2-48.1
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DETAILED PAK DIAGRAM (CPU 3, 24, 3.25, 3,26)

FLOATING POINT ADD SEQUENCE (FAD)

The FAD sequence controls the operatiins necessary to perform the sum or ;iifference
of two floating point quantities in Xj and Xk. The packed result is returned to the Xi
register.

The floating point instructions controlled by the FAD sequence are as follows:

30ijk Floatiry Sum of (Xj) and (Xk) to Xi

31ijk Floating Difference of (Xj) and (Xk) to Xi

32ijk Floating Double Precision Sum of (Xj) and (Xk) to Xi

33ijk Floating Double Precision Difference of (Xj) and {Xk) to Xi
34ijk Round Floating Sum of (Xj) and (Xk) to Xi

35ijk Round Floating Difference of (Xj) and (Xk) to Xi

The FAD sequence is initiated by GOFAD from the common time sequence. The operands
are obtained from the selected Xj and Xk registers. The exponents are extracted and
tested for infinite (37778 + 40008) or indefinite (l"l'l'l8 + 60008) operands. An infinite or
indefinite operand causes the FAD sequence to abort and enables the end case exit
sequence.

The floating sum or difference operation involves the addition of two floating point
coefficients that have equal exponents. Exponent equalization is accomplished by right
shifting the coelficient of the smaller cxponent a number of places equal to the absolute
difference of the two exponents. A right shilt decreases the size of the coefficient (moves
the binary point left) and the exponent is therefore made larger. Once the exponents are
equalized, the sum or difference of the coefficients is computed in the D adder. At the
conclusion of the add operation, the binary point is considered to be located between bit
positions 47 and 48 of the 108-bit D register.

Single precision instructions (30, 31, 34, 35) use the coelficient result contained in bit
positions 48-95 of the D register, and pack the computed exponent, Double precision
instructions {32,33) use the lower 48 bits of the D register and subtract 608 from the
computed exponent before packing. This shifts the binary point to the right of bit 0 which
is necessary to express the result as an integer.

Coefficient overflow is checked during FAD364 by examining D register bits 96 and 97.
If D register bits 96 # 97, coefficient overflow has occurred. The coelficient Is right
shifted by one, and the exponent is increased by one.

190981800 A

Exponent underflow is checked during FAD414. Underflow is detected when the exponent
is less than -1777a after correction during FAD364. Exponent underflow causes the
FAD sequence to abort normal exit and enables the e nd case exit sequence,

The final coelficient and exponent plus bias are packed in 15 during FAD414. D register
bit 107 controls complementing the exponent if the resulting coefficient sign is negative.
FAD414 enables the common time sequence (COMTO00) and the RNI sequence. Common
time allows the contents of C to be stored in Xi.

ROUND OPERATION (34, 35 INSTRUCTIONS)

The 34 and 35 instructions operate in the same manner as described, except that the
coefficients are rounded before the addition process to produce a rounded sum or
difference.

The round bit is attached at the right end of both coefficients (bit 47) during FAD114 and
FAD164. During FAD214, the round bit is removed from the coefficient with the smaller
exponent when the following conditions are present:

1. 34, BON, XSR1 = XSR2; or
2. 35. BON. XSR1 # XSR2

The round bit increases the absolute value of the coefficient by one half the value of the
least significant bit.

FLOATING POINT MULTIPLY/DIVIDE SEQUENCE (FMD)

The FMD sequence controls the operations necessary to perform multiplication or
division of floating point quantities in Xj and Xk. Multiply instructions 40, 41, 42, form
the product of multiplier Xj times multiplicand Xk and send the result to Xi. Divide
instructions 44 and 45, form the quotient of the dividend Xj divided by the divisor Xk and
send the result to Xi.

The FMD sequence also controls the operations necessary to count the number of one-
bits in Xk (population count instruction 47) and store the result in Xi.
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DIVIDE STEPS

Division is accomplished by repetitive subtractions in the D adder. The D register
contains the coefficient of the dividend Xj and the C register contains the complemented
coefficient of the divisor Xk. The C and D registers initially appear at the input to the
D adder as follows:

C REGISTER D REGISTER
| | ]
.| 1 ] l
107 05 47 [} 107 95 47 0
= -1 R IS K

\.__v__l ;v._l

DIVIDE < DIVISOR DIVIDEND

NOTFE: The complement of Xk
will appear if the original

NOTE: The complement of Nj
will appear if the vriginat

operand was positive. operand was negative.

Before the first divide iteration, the Xj coefficient {dividend) in the C register is
transferred via [14 to 14 where a right shift of one occurs. This reduces the dividend by
one half. The dividend now in D is subtracted from the divisor (Xk coeflicient) in C. If
an end-around-carry occurs as a result of the subtraction, a divide fault is detected,
since the coelficient of the dividend must be less than twice that of the divisor. A
divide fault aborts the FMD sequence and enables end case exit.

The divide iterations are performed during FMD264 through FMD2664. The SK counter
contains the 608 iteration count. Each 50 ns clock pulse decrements the counter by one
until all iterations have been performed.

Each iteration checks for an end around carry condition from the D adder alter the
divisor in C has been subtracted from the dividend in D. If end around carry does not
occur, the dividend in D is left shifted one place through 14 and returned to D before the
next iteration. If end around carry does occur, a quantity one Is gated to 114 bit
position 0 and the D adder output is left shifted one place through 14 and sent to D. In
this way the D register receives an additional quotient bit for each iterative step as the
dividend is left shifted through the register. This process continues until the quantity
in SK is reduced to zero. After the last iteration, the D register will contain the
complete quotient in the lower 48 bits and the remainder in bit positions 48 through 95.

19981800A

At this time the binary point is consgidered to be between bit positions 46 and 47 and
must be shifted to the right of bit 0 to represent the quotient as an integer. This is
accomplished by subt:;n,ctlng 578 from the Xj exponent during FMD114.

ROUND OPERATION

Rounding i3 accomplished by adding a quantity of 1/3 during the division process. Round
bits are added during the divide steps of a 45 instruction each time the SK register
contains an even count, except during the first iteration divide. This forces a 1-bit

into the D regisler bit 48 so that successive iterations bring in the 1/3 round quantity of
25 semmmneeceoenn 25,.

EXPONENT AND RESULT FORMATION, DIVIDE

The [linal exponent for the quotient Is formed by subtracting the exponent. of the divisor
Xk from the exponent of the dividend Xj in the F adder during FMD2764. The exponent
of the dividend Xj will already have had a constant of 578 subtracted from the exponent
value. The result exponent formed in the F adder will thus represent the coelficient as
an integer.

During FM21764, the quotient is checked for normalization (D register bit 47 #0). If it
is necessary to normalize the quotient, the quantity 1 is subtracted from the result
exponent in I while the D register is shifted left by one through 14. If the remainder in
D between bit positions 48-95 is 2 the divisor in C, an end around carry (rom the

D adder scts bit 0 of the quotient through 14. A normalized result is thus formed and
returned to D.

Exponent overflow or underflow is checked during FM2814 by determining that the
absolute value of the expornent is greater than ”778' Exponent overflow or underflow
causes the FMD sequence to abort normal exit, and enable the end case exit sequence.

The final quotient and exponent plus bias are packed in I5 during FM2814. I5 is com~
plemented if XSR1 #XSR2. FM2814 enables the common time sequence (COMTO00) and
the RNI sequence. Common time allows the quotient from C, plus exponent and signs,
to be stored in Xi.

END CASE SEQUENCE

The end case sequence checks the formation of infinite, indefinite gnd zero resuilts when
executing floating point instructions controlled by the FAD and FMD sequences.
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The floating multiply and divide instructions controlled by the FMD sequence are as

follows:
40ijk Floating Product of {Xj) and (Xk) to Xi
41ijk Round Floating Product of (Xj) and (Xk) to Xi
42ijk Floating Double Precision Product of (Xj) and {Xk) to Xi
44ijk Floating Divide (Xj) by (Xk) to Xi
45ijk Round Floating Divide (Xj) by (Xk) to X1

PREPARATION OF OPERANDS

The operands are obtained from the selected Xj and Xk registers. The exponents are
extracted and tested for infinite (37778 + 40008)' indefinite (1'1‘1'78 + 60008)' or zero
(00008 + 77778)‘ An infinite, indefinite or zero operand causes the FMD sequence to abort
and enables the end case exit sequence. Zero exponents in both Xj and Xk enable integer
multiply. Integer multiply blocks end case exit.,

The bias for each exponent is removed in I3 and sign extended. The Xj exponent is
transferred from I3 through 12 to F. The Xk exponent is transferred from I3 to E. With
both exponents at the input to the small adder, a subsequent add during FMD2714 produces
the final result exponent before any correction is made.

MULTIPLY STEPS

During common time, the shift and iteration counter is preset with 604 to allow the Xj
coefficient to be shifted right 48 bits to align with bit 0 of the C register. Since all
numbers are considered integers rather than fractions, the binary point is considered as
being to the right of bit 0. Right shifting the Xj coefficient (multiplier) 48 bits places it
in the proper position for the multiplication process.

The C aad D registers initlally appear at the input of the D adder as follows:

C REGISTER O REGISTER

107 a5 47 /] 107 46 o -l

|°—-Q' Io--ﬂ o--,--ol x’;‘—EDFh;
MULTIPLY ' ey : ' \—-—-,,_—Il'

: MULTIPLICAND H H MULTIPLIER |

} NOTE: The complement of Xk or X§ will appear if the original operand ]

[ was negative. | i

! ! 1 1
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Just before the multiply iterations, the Xj coefficient is transferred via 114 to I[4 where

a right shift of one occurs. The shifted bit is sent to the D flag register. The multiply
iterations are performed during FMD264 through FMD2664. The SK counter contains the
608 iteration count. Each 50 ns clock pulse decrements the counter by one until all
iterations have been performed.

The D flag monitors the condition of the lowest order bit of D. Before the first iteration,
the multiplier was right shifted one into the D flag  The D flag now determines the

first operation. If the D flag is set, the output of the D adder is right shifted one and ’
sent back to the D register. If the D flag is clear, the output of the D register is right
shifted one and sent back to the D register. After the first iteration, the D register holds
the partial product and the remaining bits of the muitiplier. This process continues until
the quantity in SK is reduced to zero. After the last {teration, the D register contains the!
final product with the multiplier shifted end off out of the register.

On the last iteration, bit 46 of C is set while the rest of C is cleared to zeros. Cis added
to the product in D during FM2714 to form a rounded result. The rounded product is sent
to the D register on a 41 instruction only.

EXPONENT AND RESULT FORMATION, MULTIPLY

The final exponent for the 96-bit product is formed in the F adder during FM2714. For
single precision instructions 40, 41, the exponent would already have been adjusted by
608. Adjustment of the exponent for single precision instructions is performed during
FMD164, where 608 is added to the Xj exponent in F. The exponent is therefore made

relative to the upper 48 bits of the product, or zero is added to maintain an exponent

' relative to the 96-bit product.

If it is necessary to normalize the product during FM2764, the quantity 1 is subtracted
from the result exponent in F, while the product in D is left shifted by one through I4
and returned to D,

Exponent overflow or under{low is checked during FM2814 by deterniinlng that the
absolute value of the exponent is greater than ”778' Exponent overllow or underflow
causes the FMD sequence to abort normal exit, and enable the end case exit sequence.

The final product and exponent plus bias are packed in I5 during FM2814. I5 is
complemented if XSR1 #XSR2. FM2814 enables the common time sequence (COMTO00)
and the RNI sequence. Common time allows the upper or lower product from C, plus
exponent and signs, to be stored in Xi.
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The FAD sequence enables the end case sequence at FAD214 time when an infinite or
indefinite operand is detected, or at FAD414 time when underflow is detected.

The FMD sequence enables the end case sequence at FMD214 time when an infinite,
indefinite or zero operand is detected (except during multiply when both operands are
zero); when a divide fault is detected; or, at FMD2814 time, when overflow or underflow

is detected.

Overflow and Under(flow

Exponents lying outside the range -1'1"7‘1B to +17778 cannot be generated during execution
of floating point arithmetic instructions. An attempt to generate an exponent greater than
+17778 yields an infinite result (overflow). An attempt to generate an exponent less than
-17778 yields a zero result (underflow).

Indefinite

A positive indefinite (17778) or negative indefinite (80008) operand generates an in-
definite indicator plus zero coefficient to the C register. A positive indefinite result
indicator is generated whenever a calculation cannot be resolved. The indelinite indicator

corresponds to a -0 exponent and a zero coelflicient.

The common time and RNI sequences are enabled by the end case sequence after the
proper 60-bit result is sent to the C register. Common time allows the end case result
in C to be stored in the Xi register.

ERROR _EXIT CONDITIONS

If an attempt is made to use an indefinite or infinite operand in floating arithmetic
sequences, an optional exit mode selection is provided. The CPU response is dependent
on whether the appropriate exit mode selection was made and the monitor flag /MEJ/CEJ
condition. '

An exit condition sensed (ECONDS) sets the error exit FF (CPU 3,17) at the same time
as the next RNI sequence is initiated. Error exit clears the U3 instruction register, thus
forcing a return jump error exit sequence,

POPULATION COUNT 47

The population count instruction is controlled by the FMD sequence. The instruction
counts the number of 1-bits from a selected Xk register and delivers the count value to
a selected Xi register.
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TABLE 5-2-17. OVERFLOW AND UNDERFLOW CONDITIONS

OVERFLOW
INSTRUCTIONS OVERFLOW CONDITION RESULT
Upper Sum (30, 31, 34, 35) None (see Note below.) ---
Lower Sum (32, 33) None ---
Upper Product (40, 41) *nl g+ 608 2 2000B X = 3777 0... .08 or
40000.... 08
Lower Product (42) ng +ny2 2(.!()08 (True Sign)
Quotient n, -n,- 578 2 20008
UNDERFLOW
INSTRUCTIONS UNDERFLOW CONDITION RESULT

Upper Sum (30, 31, 34, 35) None -

Lower Sum (32, 33) Final Exponent s -20'.’)08 X‘ = 00000... '08

Upper Product (40, 41) n, +ng+ 5‘7B < -20008

Lower Product (42) n, +ny - 1 £-2000 X. = 00000....0

8
=Ny - 608 < -2000

i 8

Quotient (44, 45) n

1 8

*n, and n, are the initial exponents.

Note: Overllow of Upper Sum: Overflow cannot occur unless one operand is infinite,
In this case the result is as indicated. If a one-place Right Shift occurs when
the larger operand exponent is equal to ”7768' a correct result with exponent
~HTI"Ia is generated.

The counting process is accomplished by left shifting the Xk operand in the D register one
bit at a time into the D flag register. For every 1-bit shifted into the D flag, +1 is
gated to the F register. The SK counter contains a count of 748, providing the required
iterations to shilt each bit into the D (lag..

The resulting count value (maximum 743) is gated Irom F to the T register, and during
common time to the selected Xi register, )
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DETALILED PAK DIAGRAM (CPPU 3,27)
ECS SUBSYSTEM SEQUENCE

Detection of an ECS instruction (011jK or 012jK) in parcels 0 and 1 causes an ECS request
to be sent to the F.CS coupler. The continuation of the ECS sequence is suspended until the
accept (ECSACP) is returned. The ECS sequence is responsible for making address range
tests for both the ECS address and the CM address. This is done in each case by comparing
the last word address against the field length (FLE or FL). A test for negative word count
is also performed, Violation of any of these conditions causes an address range error
(AOR) and aborts the ECS sequence. An attempt to execute an ECS instruction from the
wrong parcel, or when no ECS coupler is present, forces an illegal instruction fault,

The ECS sequence sends the word count (Bj + K) and the ECS starting address (X0 0-23 + RAE)
to the ECS coupler, and the starting address (A0 + RA) to CMC, If none of the abort
conditions are present, a start transfer is sent to the coupler to initiate movement of data,
The CPU remains idle during the transfer.

An error exit (ERRABT) or normal exit (ENDTRC) will be sent to the CPU at the completion
of the data transfer. The error exit causes the processor to execute the instruction (usually
a branch) that is in parcels 2 and 3 of the ECS instruction word. A normal exit bypasses
this instruction and does an initial start RNI to the next word.

FLAG REGISTER

The ECS subsystem also contains a flag register primarily used for communication between

‘processors attached to ECS. Access to this register is through an ECS instruction identified

by both bit 23 of X0 and bit 23 of FLE being set. The ECS sequence must be modified when
a flag operation is detected, The contents of X0 0-23 are sent {o the coupler without the -
addition of RAE. No data transfer is made; however, the coupler will respond with either
error or normal exit depending on the fag function bits in X0 and the condition of the flag
register.

EXCHANGE BREAKIN

If an exchange request arrives during the execution of an ECS transfer, the ECS instruction
is terminated. No provision is made for maintaining addresses or number of words trans-
ferred. Consequently, the P register value stored in the exchange package will point to
the ECS instruction. It will be reinitiated at the next execution interval of the program as
if no ECS data had been processed.

§-2-56.0
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DETAILED PAK DIAGRAM (CPU3.28)
COMPARE/MOVE DATA SECTION (Part One)

The compare move data section consists of four data registers. Three are shown on
diagram 3. 28; they are the 54-bit R register, the 60-bit Q register, and the 60-bit

S register. The remaining register is shown on diagram 3.29; it is the 48-bit T register,

Q REGISTER

The 60-bit Q register is located on the JC module. It is the primary word formation
register. Input to the Q register is through selector 130 which allows selection of either
the C register bits 48-107 or R register bits 0-47, 108-113.

R REGISTER

The 54-bit R register is also located on the JC module. It is used as a residue register
for data right shifted in the C register prior to storing in the Q register. The input to R
comes directly from the C register bits 0-47, 108-113.

S REGISTER

The 60-bit S register is located on the JB module. It acts as a bulfer register for data
stored in the Q register.

During move instructions (464, 465), data words that have been properly formatted in the
Q register are transferred to the S register. The output of S gates directly to the HR
register and the output transmitters.

During a compare instruction (466, 467), the S register serves a more useful purpose.
Data words that have been properly formatted in the Q register are transferred to the S
register awaiting subsequent comparison with corresponding words stored in the Q
register.

COMPARISON CIRCUITS

Data comparison is performed on a word basia by the S = Q compare circuit located on
the JB module. Each JB module is capable of one character comparison.
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The output of the S = Q compare circuit generates a compare character equal signal for
each character (COME 0-9). Compare character equal will be at one level when the
respective characters in S and Q are equal. The compare character equal signals can
also be forced to indicate equality by the iorce equivalence circuits. These circuits are
used by the compare collate instruction exclusively.

If all ten characters in the S register and Q register compare equal, the compare word
equal signal (CWEQ) will be generated from the JF module. Compare word equal allows
comparison of the next pair of words.

If an inequality exists between the characters in S and Q, the respective compare
character equal signals for the unequal characters will be at a zero level. These zero
level compare character equal signals are monitored by an unequal character position
priority encode circuit, located on the JF module. The output of the encoder provides a
4-bit binary code pointing to the first unequal character. This binary code is stored in
the character position (CP) register.

FORCE EQUIVALENCE CIRCUITS

The output of the character position register (CP) feeds a +1 incrementer circuit also
located on the JF module. The incrementer is used to force equivalence for a collate
instruction.

For example, assume that during the execution of a compare collate instruction a pair
of characters are found unequal. The character position code for the unequal
characters is stored in the character position register. The collating characters
corresponding to the unequal characters are read from the collate table and compared.
Should they be equal, the instruction continues. The code in the CP ::egister is
incremented by one, pointing to the next character to be compared. The incremented
value Is fed to the force equivalence decoder which generates 10 force equivalence bits
(DEC 0-8). The force equivalence bits cause an equal comparison to occur on all
characters preceding the unequal character and including the unequal character.
Comparison of the remaining characters occurs as described previously.

5-2-58.1



DLTAILED PAK DIAGRAM (CPU 3.29)

COMPARE/MOVE DATA SECTION (Part Two)

The circuitry shown on diagram 3, 29 is used by the compare collate (466) and compare

uncollated (467) instructions.

COMPARE UNCOLLATED (467)

For a compare uncollated instruction, the circuitry on this diagram determines whether
the unequal character in Q was greater than, or less than, the unequal character in S.
Selectors 132 and I33 on the JD module gate the unequal character from S via I37 to the
TS register, and the unequal character from Q via 137 to the TQ register. The unequal
character is selccted using the code stored in the character position register (CP).

Each JD module is capable of performing a single bit comparison between TS and TQ.
The output of the TS = TQ compare circuit generates a compare bit equal signal for each
bit (CMTC 0-5). The compare bit equal signals will be at a one level when the respective
bits in TS and TQ are equal.

The compare bit equal signals (CMTC 0-5) are fed to a priority encode circuit on the JE
module. The priority encode circuit, scanning from left to right, produces a code
pointing to the first unequal bit in the TS and TQ registers. The priority code is then fed
to a multiplexer circuit. The multiplexer circuit monitors the TQ register bits 0-5. By
using the binary code from the priority encoder, the multiplexer circuit will select the
appropriate TQ register bit that compared unequal. If this bit equalled one, TQ would
be greater than TS and the QGS signal will be generated.

QGS is used during the exit sequence to condition the X0 register.

COMPARE COLLATE (466)

For a compare collate instruction the circuitry on this diagram performs the collate
operation.

132 and 133 will select the unequal character from S and Q using the code stored in the
CP register. These characters are then stored in the TS and TQ registers via the 137

selector.
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Assuming that this is the first time a collate operation i8 being performed during the
instruction execution, the T register will not contain a valid collate table word. Con-
sequently, the word position register lacated on the JE module will not contain a va;id
word position code. ’

The word position register (WP) feeds two test circuits located on the JE module. These
circuits determine whether the word poesition code is equal to the upper 3 bits of the
unequal character in the TS and TQ registers. Iowever, the output of these two test
circuits are blocked by the first collate signal N1COL in its active state.

The collate sequence uses the output from the WP = TQ and the WP = TS test circuits to
condition two equality detection FFs. The third equality detection FF is located on the
JE module. A TQ = TS test circuit feeds the TQ = TS equality detection FF,

The contents of these three detection FFs determine the sequence of events that occur
during a collate operation.

With the WP = TQ and WP = TS test circuits blocked by first collate active, only two
equality detection possibilities can occur:

TQ = TS TQ = WP TS = Wp
1. 1 [ 0
2, 0 0 ]

The TQ = TS detection FF indicates that both collate characters are contained in the same
collate table word. If TQ = TS the collate characters are located in different words of the
collate table.

COLLATFE, TABLE LOOK-UP - TQ = TS

Assuming TQ = TS, two central memory references are required for collate table look-up.
An address pointing to the [irst word of the collate table is stored in the A0 register. The
contents of A0 are added toTS register bits 3-5 to provide the address for the first table
look-up. TS register bits 3-5 are also gated to the WP register via 135.

5-2-60.0



After the word read from the collate table is received at the CR9 register, it is gated to
the table register (T) located on the JG module. The table‘register feeds a priority
multiplex circuit capable of selecting one of the eight collate characters from table
register. Selection s determined by the binary code selected via 138 located on the JD
module. At this time I38 would select the lower 3 bits of the TS register (0-2) to 138, so
that the appropriate character is selected in 134, The selected collate character is gated
to I37 located on the JD module. 137 will now select the collate character from 134 to be
stored in the TS register.

Another memory reference will obtain the second word from the collate table. The
procedure is similar to that already described except that the TQ register is used.

After the second word read from the collate table is received at the CR9 register, it is
gated to the table register, destroying the previous contents. The lower 3 bits

(0-2) of the TQ register are gated to 138,allowing selection of the second collate character
from 134 to 137. 137 will select the collate character to be stored in the TQ register.

With both collate characters stored in the TS and TQ registers, the contents of TS and
TQ are compared for equality using the comparison circuit located on the JD module.

If both collate characters are equal, the collate character equal signal (CCEQ) from the
JE module will allow normal continuvance of instruction execution.

COLLATE CHARACTER COMPARISON - EQUAL

The remaining circuits on the JE module, serve a useful purpose if the result of a collate
character comparison is equal. The word position register (WP) will contain a code
pointing to the collate table word referenced on the last memory request. This is the

.

word contained in the table register.
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If during the same collate instruction execution another collate operation is required, the
collate sequence control logic will check the condition of the three equality detection FFa
to determine the sequénce of events.

Five ppsslble combinations can occur:

TQ = TS TQ = WP TS = WP MEMORY REQUESTS
1. - 1 1 NONE

2. 0 0 0 2

3. 1 0 0 1

4. - 0 1 1

5. 1 0 1

If both TQ = WP and TS = WP, both collate characters are stored in the table register;
a memory reference is not required.

Ir T =TS and TQ = WP and TS = WP, neither collate character is stored in the table
register. Two memory requests are required to obtain the collate characters from the
collate table.

Finally, if either TQ = WP or TS = WP, both collate characters are located in the same
table word. Only one memory request is required to obtain both characters from the
table.

§-2-60.1



DETAILED PAK DIAGRAM (CPU3,30)
COMPARE/MOVE CONTROL SECTION (Part One)

C1, C2 OFFSET REGISTERS

The C1 and C2 offset registers are located » the JX module. C1 provides a 4-bit offset
value for the first word of the K1 field. C2 provides a 4-bit offset value for the first word
of the K2 field.

141, 142 - C-ADDER

Selector circuits 141 and 142 are located on the JX module, The outputs of 141 and 142
provide the A and B inputs to the C adder on the JY module. Depending upon the gating
term selection of 141 and 142 (both operate in parallel), the C adder may perform three

functions:

1. Subtract C2 from C1 (by complement addition)
2. Subtract C1 from C2 (by complement addition)
3. Add SCR+ (+1 28)

The C adder output is gated to the shift count register (SCR). The shift count value is
used to shift characters in the C register to the appropriate position (depending on the
C1, C2 offset value) before loading in the Q register. The shift count value stored in
SCR represents the number of characters that must be right shifted. This value is gated
to a times-six translator circuit that converts the character shift count to a bit shilt
count. The translator output (SCRX 1-5) is gated to the shift count register via 119 and
19 (CPU 2.8).

140, 140 DECODE, 144

Selector 140 located on the JX mo;iule provides a 4-bit input path to selector 144 and the
140 decode circuit located on the JJ module. Depending on gating term selection of 140,
the contents of any one of four registers may be gated to the character select register
(CSR) located on the JZ module.

C1 - 140 +» 140 DECODE - CSR
C2 - 140 » 140 DECODE - CSR
LA - 140 » 140 DECODE -~ CSR
LC -+ 140 » 140 DECODE - CSR
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In the same manner, the gating term selection of 140 allows the contents of any one of
three registers to be gated to the partial write register (PW) also located on the JZ
module.

SCR - 140 -+ 140 DECODE -» PW
LA - 1[40 » 140 DECODE -+ PW
LC - 140 -» 140 DECODE =» PW

The purpose of the 140 decoder is to transform the 4-bit code from one of the registers
listed above to a 10-bit code representing the ten character positions in a word.

Selector 144 located on the JX module provides a 16-bit input path to the LLE register
located on the JM module (CPU 3, 31). The gating term selection of 144 allows the
contents of any one of three registers, or a generated constant value to be gated to the
LE register.

Ci - 140 - 144 » LE
C2 -» 140 —» (44 ~» LE
CP -+ 144 » LE
-128'* 144 » LE

CHARACTER SELECT/PARTIAL WRITE REGISTERS (CSR, PW)

The character select and partial write registers contain a 10-bit code, each bit re-
presenting one of ten character positions in the Q register. CSR, CSR complement, PW
complement-and CSR # PW are gated to the 147 selector. Depending on gating term
selection of 147, the appropriate CSR/P W bits provide an enable or disable on the Q
register input load circuit (CPU 3, 28). ' )
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DETAILED PAK DIAGRAM (CPU 3.31) -
COMPARE/MOVE CONTROL SECTION (Part Two)

N LA, LC REGISTERS

The LA and LC registers are located on the JN module. At the beginning of a compare/
move instruction, the LA and LC registers will contain an octal representation of the
character field length. The length value is gated from CR9 bits 26-29, 48-50 (465, 4686,
467) or CRY bits 26-29, 48-56 (464), via the 146 seléctor located on the JM module.

LAC1, LAC2 REGISTERS

The LAC1 and LAC2 registers receive the current LA or LC length value via selector 145.
The length value in LAC2 is used during compare unequal to determine the character
count value to be stored in the X0 register upon instruction conclusion,

LE, LF REGISTERS

The LE and LF registers provide the A and B input path to the L, adder located on the JM
module. The LE register receives its input from selector 144 located on the JX module
(CPU 3.30). Depending on the selections made at 140 and 144 (described previously), the
LE register will receive either the contents of C1 or C2, the complemented contents of the
character position (CP) register, or a generated constant value of -128.

The LF register receives its input from selector 145. 145 allows the contents of LA, LC,
LAC2 or the L adder output via 146 to be gated to the LF register,

L ADDER

The L adder performs four functions required for character length calculations. Initially,
the contents of LA and LC are added to the contents of Cl and C2, respectively. The re-
sults are returned to the LA and LC registers. During K1 and K2 address sequences, LA
and LC are decremented by -128. The address sequence monitors the decremented values
of LA and LC to determine a K1 or K2 exhaust condition. In addition, during K2 address
sequences for a move, the decremented LC value from the L adder is gated via [45 to the
LF register to perform a double subtraction. The double subtraction provides a look~ahead ;
function that detects an exhaust condition on the next K2 address sequence. Finally, the

L adder allows the contents of the character position register (CP) to be subtracted from
the decremented LA or LC value in the LAC2 register on compare unequal, The resultant
value will be stored in the X0 register upon instruction termination.

19981800 A 5-2-64



DETAILED PAK DIAGRAM (CPU 1.32)

lNSTI'RUCTION DECODE SEQUENCE, START SEQUENCE

»

The instruction decode sequence is initiated from the common time sequence by the

GOCMU signal. The sequence decodes a 460 (pass), 464 (move indirect), 465 (move
direct), 466 (compare collate), 467 {compare uncollate),

A decode of 460-463 for a pass instruction will generate the NOP signal. NOP enables
the RNI sequence.

A decode of 464 for move indirect generates the enable increment sequence signal
(EINCS). The increment sequence will use bit positions 30-50 of the instruction word to
address (Bj) + K, which will be the address of a 60-bit descriptor word. On receipt of
the descriptor word from memory, the accept sequence will generate a GO464 signal to
initiate the instruction decode sequence once again,

GOCMU for a 465, 466 or 467, or GOA64, and the character length value not equal zero
will generate the enable start sequence signal (ESTAHL),

MOVE INSTRUCTION (464, 465 - Refer to timing diagram, figure 5-2-31)

During the instruction decode and start sequence for a move,the following will occur:

1. C2 offset plus character length value in LLC are added in L adder. Result
returned to LC.

2. Cl1 is subtracted from C2 {by complement addition); the result is stored in the
shilt count register (SCR). The output of the C adder is monitored by the
C2 2C1 FF located on the JL module. If C2 2C1,a carry signal (CADDC) will
enable setting the C2 2 C1 FF.

3. C1 and C2 are tested for out of range condition by the 140 decode circuit. The
C12AOR signal will be generated If C1 2 1010 orC22 ww. C12A0R will set the
C1/C2 AOR FF located on the JL. module.
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4. IrC1>C2 (that is C2 2 C1 FF reset), + 128 is added to the shift count value in
the SCR register,

5. The shift count value in SCR is gated to a times-six decoder circuit, then to 119,
19 and the SK register,

6. C1 offset plus character length in LA are added in L adder.  Result returned
to LA.

7. SCR register shift count value is gated to the 140 decoder and stored in the
partial write register for use by the data sequences.

8. -124 generated at 144 is stored in the LE register for subtraction during the
address sequences.

COMPARE INSTRUCTION (466, 467 - Refer to timing diagram, figure 5-2-31)

The instruction decode and start sequence is similar to that of a move instruction except
for the following:

1. The addition of C1 + LA occurs before the addition of C2 + LC. This is because
the address sequence addresses the K2 word first for a move and K1 word first
for a compare.

2. If C1>C2, as determined by step 2 above, the sequence will not add + 128 to
the SCR register (as in step 4); it will, however, subtract C2 from C1 to obtain
a new shiflt count value in SCR.

The start sequence Initiates the address sequence by generating the clear biock K
address FF signal (CBKOCF). The address sequence operales in parallel with the start
sequence starting at S164 time.

5-2-66.1



8 7 | s | 5 ¥ 4 | 3 | 2 | 1
o RI SEO (PARCEL) o
. MCLPY SEO . COMH TIVE SE0 L, IRSTRGCTIoN DECOOE Sto "
" "e L4 >
[ RNI O |‘ CONT O I CoMT 50 ]
o / [ ANT 14 T CoMT 14 I oMt 64 ]
: 850 ;” / L Tiid —
- wed 7 A— = Z—
] L] ] ] 1 ]
o — TV ' ' ' ' '
1] 1] [} ] ]
1 ] ] 1 [] 1]
[ L 1] ] ]
| TNITAL _START_FF |0\' v ANTEXT ] ' ' '
— 1 1 1 ' ' ]
1 WAIY I FF AY Z } ) ' [ 0
' ] ' ] ] )
3 g FORCEX 1 ' ] ) ]
1 ' ' ] * [
' SEQEXT ) N ' ' '
%S 1OVE DIRECT ' 1 ' ' ' '
866 CONPARE COLLATED 1 ENUI ECcMU2 ] ] 1 '
AC7 COFAFE UICOLLATED ' ' e qm ' TRARSLATE AGK STRICTION ' ' '
] ] ] RANSLAL L} '} 1
ML T wi Tuefer Jeef cRo g . vl v2 v | GO ] \ FOR 4GS G W7 (ST s
WE WILL CONTIRE WITN
C lysusomar omwmB3 BT 0 : c2 ’- ' , 63,066,467 [ 15405 1 SR sto
' N — : : Move :u:-——--—-—ous S LF BN (FIELD LENGTN 1M CEARACYERS)
L
r:nmec LN , b T ——eY . . . 13§ ¢2 8140 — @ 144———oLE @B (CKARACTER POSITION OFFSCT FOR K2
LT NN\\N§ , 149 ————sx1 kn J ' "’l: L —s148 SLF RS (FIELD LENGTH 111 CHARACTERS)
89 w0 0 ° ' 45 ——————oLA N ' ) 12847 Lyt - ——# 130164 ———oLE BN (GUWACTER FOSITION OFFEET FOR #1)
: L& 148 LC e : : : l———» 140 DECOOE :mm (IF €1 OR €2 2100
P> ' ' 0 8 3 > € -l - T ‘l FOR bCH LISTRLETICH
' ' 1 ' MVE INORIECT Il cs SEQUUICE WILL CGHTINE
1 ] ' ! Ten () Wid64 ¥ vITH faCRERENT SEO
1
VERS NAME | coranp OR FUNCTION | DPD No || TERM NAE | COMMAND OR FUNCTION | pPD Mo TERM WVE | COMMAND OR FURCTION | DFD No | TERM Nadg | COMMAND OR FUNCTION | ppp Mo
REA CINTSRT:RIVTID) 16 o ro n conso 15 {{nn n
FORCEX FORCE EXIT 1 wu3 [ J—— 1 ALY ADRS B4 RGTR 17 LAGSHY (1=6+7-CONPARE)
oo SLQUENCE EXTT [URT (RUM FF SET BY 1" coien 46K 15 6150 y
8 DRGA (NRVTIDY 16 PREVIOUS KNI SEQ) &u‘gg " s ll; Gu50:6a51  JUA——= 185 )
[0 €9 ——u} 1 e Evees comon| 1 CTH-oa81 | 125 n
EOLR 1 e sko nos0 15 2
e [ e ] 3 ENBE 13—t 13 “ TR
P00 n i 15— F 31
ez (RS2~ 146 3 Cluom, {1697-COPARE) 2
48-50 G40l
213 (L ad U 3 Coom (L=s-Hove) 2
o1 6400
TR " 00 601|150 '] .
wor | v |8 ﬁf’m‘ 1 : W | e ]
U FE— W [}
e L n hd EHABLE AOR [PHIBIT
LOUR sl b STARY SEQ 7168
EKIOCF 16 C-cul {10 ——e1w % Roines (G800 1-0)
EK20F 16 1 n [ SET NINGA FF n
® [CF g ] 3 ELEINF
. wegp—= K 3 e 14— (£ 3
ESTAIL EN START SE0 (Perooe | 32
A L/0" 4654564467
. CONTINUED N

(Part 1 of 3)

L

38570 l u I—. 19381800 l A
|52 es2

INSTRUCTION FLOW
INSTRUCTION DECOOE
SEQ FIGURE S~ 2~ 30

e —
Pp=—eprr—ny 8

2 1




7 s 5 ¥ 4 | 3 | 2 | 1
INCREMENT  SEQ (
- sle
i - ! J
{ [[T) ] { INC_200 )
- AT | THC 164 I NG 314 T e 704 ]
e [
8RS joar e sio ' ' ' '
' D ] )
1 R T : RANGE  TEST——b AGR (IF F > FL) :
] ] 1 1) ]
] 4 1 ) ]
1
T FRon PREVIQUS H H ) !
SN T sto f H ' '
] B 1 1 1) 1]
[ \ ' ' ]
] ' ] ] ]
i ' 12— F 1 ' H
' \ / ' ' DESCRIPTOR VORD ADRS '
L K——e13— 12— o F g ' /&—ou ™ . ADRS XMIT
1 1 1 ¥ 1]
' Eron PREVIOUS ) FA~———8 10 ——» 13 em ' \——ogsmn ADRS '
' ] 1) ] 1)
. RNI SEQ
1] ' 1] 1] NEMRCQ 1)
' ' ' ' . '
' 1 ] 1 1
(] ] 1] ] ]
' i 1 ] ]
1 HOIE: INCREMENT SEQ IS [ ' 1 1)
1 INITIATED BY 464 JUSTRUCTION ' 1 ] ]
1 DECODE DURIAG IHSTRUCTIGH ' ' ' [
1 DECOUE SEQ ' ] 1 '
' ' ' ] '
' 1 ] (] b
1] ' 1 1 ]
] 1 1 i ]
TERn e | corenp of FuncTion | oep no | TERN NAE | COMPARD OR FUNCTION § OPD o ||  TERM NAME | COMWAND OR FUNCTION | DD WOJ| TERW KASE | CONAKD OR FUNCTION | pfD o
INC31% 2 ST 8101 M0 3 IRC218 2 N2 a
INE14B (HFHEX) -§TR R1218C TEST ABR RINEN
SELKIY K——=13 n Wi 2 ENVEER Fef v CERRLQ v
(a0 2 N1164 10 ——13 n 312 FAID ——=12 13 §oerreo v
bl 13—t 13 218 2 ExBADY ENABLE ADRS 14
4 . 5 || FA0D-——=12 B e e | ot o v
ENAZF 2 ——eF 3 — ) 0
¥ I INCIE 2 ERABF [H] ¥ 13 fiiead
. nityes R——eF B
£MABF
" .
(Part 2 of 3)
S~ =3 g
34570 n 19981800 A
FIGURE 3-2-30 | 4°4°se-3
Pioapmpppueegmpyrory 7 ' ‘ ’ 5 ‘ ‘ I 3 '




8 | e | 5 ¥ 4 J 3 | 2 1
INSTRUCTION DECODC SEQ "
[ CMC RESPONSE (650 NS MINIMUN) i accept seq ;l'
; e
J ( T % e g -
C DRE4 I DR1I4 )]
1 1 1
 m— A L ' !
SET DURING PREVIOUS ' '
WSTRGCTION pecooe sco L9146 FET ) ' 1
FOR &N INSTRUCTION g N '
-1 = 00464 '
i I} t
v C ECMUR D '
] ] A
' .Z[ ESTANL ] ENABLL START STOVEHCE
1] 1 )
1) 1
' . 140 DECOD, e C12MR (IF €1 OR €2 210)
' ' '
' cepm + 140————# [a4—————SLEME  (CHARACTER POSITION OFFSET FOR< 2)
1] 4
——
' €1 b (b 145 —————SLF B (FIELD LEUGTH 1N CHARACTERS)
.  ———EEEEPT ™ '
' e———t ] '
) 1 ]
' oA NS '
' tekn H
1 i ]
1] ] 1
DESCRIPTOR MORD ' ' '
1 1 ]
LS L CRo I8 [} [
5557564647 3029262522281 0 : : :
TEPA WAME | COMAND OR FUNCTION | DPD WO ||  TEPM mAME | COWAND OR FUNCTION | DPD N0
bRes 16 |]oouen LKARLE (HSIRUCT 100 )
GOuEA (WI464 [F) DECODC $FO
RESEY WIUGA TF L | TN »
60460
ECHOR it cus1
taa g2 |0 Hlamas  fe—ens .| n
ks Mg e 3t g »
fe 4856 PN
. w tragn s o 05— If i
cmom
[1¢] R 3 %0
6h00-Gill | €2 ——etu0 n .
(AR
e n
[
. G4} 30
G- Gau) 180 ——» I88 30 N -
i n
ILEINF
fe [T 31
TSI ¥ START SEO (/BR) 2
0w TEST 180 200 30
Qeam  Jenane aoe imitsit n
START SEQ 1164
(Part 3 of 3)
INSTRUCTION  FLOW
INSTRUCTION DECODE
i - w— w2 8 7 | s ' s ‘ ‘ l 3 z




DETAILED PAK DIAGRAM (CPU 3.33, 3.34, 3.35, 3.36, 3.37)

. ADDRESS SEQUENCE

Initially, the address sequence is enabled by the start sequence clearing the block K
address FF located on the JS module (CPU 2,34). The K1 address FF located on the
JR medule (CPU 3. 34) is set during the start sequence by SK!ALR for a compare in-
struction, or reset during the start sequence by CK1ALR for a move instruction. Also,
the 1st address FF located on the JS module will be set by CMU master clear (CMUCC)
which is activated at the beginning and end of every CMU instruction.

MOVE INSTRUCTION (464, 465 - Refer to timing diagram, figure 5-2-32)

1st ADDRESS

1. The contents of the K2 register areloaded in the F register of the small adder.
RA is loaded into E. The resultant relative address from the small adder is
stored in the F register and transmitted to central memory control.

The transmission of a K address and memory request to central memory control is
enabled by address sequence K264. The K264 timing chain is enabled only by specific
conditions to ensure a valid address is being transmitted. 1st address FF cnables K264
and, assuming the address transmitter register is not full (indicated by ADRS XMIT FF
resct), the cnable address transmit signal (EATOR) will be generated.

2. During 1st address, the length in LC will be decremented by -12g in the L adder.
This is performed to test for a K2 exhaust on the first word. If K2 has exhausted
(that is, LC =12), the K2 exhaust FF located on the JQ module (CPU 3. 36) will
be set, and the 1st & last FF will be set. The 1st & last FF will enable the short
data sequence. On the 1st address, the decremented length count will not be
transferred to the LC register. LC will remain at its original value.

3. The data counter located on the HT module (CPU 3. 39) is incremented by one. The
increment is enabled by the update data counter signal (UPDKPJ) from the JP
module (CPU 3.33). The counter contains a count representing the number of

words requested from memory. As each word is received, the count is decre-
mented by one.
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4. -Clear 1st address FF, set 2nd address FF, clear K1 address FF (CPU 3. 35).

2nd ADDRESS

1. With the K1 address FF set, K1 will be addressed in a manner similar to step
1 above.

The K264 address sequence will not be enabled until central memory control has gener-
ated an accept for the previous memory request. The accept will resct the ADRS XMIT
FULL FF (ATFNSR) located on the JS module (CPU 3. 35).

2. The length in LA will be decremented by -12g in the L adder. The group carry
bit (LADDG) from the L adder carry look-ahead network is monitored on the JQ
module (CPU 3.36). Absence of a carry indicates an exhaust condition and will
set the K1 exhaust FF. If LA>128. the enable LA signal ELAOQF will allow the
decremented count to be stored back in the LA register.

3. Increment data counter - described in step 3 above.

4. The buffer counter located on the JV module (CPU 3.37) is incremented by one,
The increment is enabled by the update buffer counter signal (UPBKPV) from
the JP module (CPU 3.36). The counter contains a count representing the

number of K1 words requested from memory. For every word written into K2,
the buffer counter will be decremented by one,

5. Clear 2nd address FF, set 1st write FF located on JS module (CPU 3. 35).
The K1 address FF will determine whether the address sequence is to perform addi-

tional K1 read requests, or formulate the first K2 write address. The K1 address FF,
located on the JR module (CPU 3.34), will remain set until buffer counter reaches a count

of 5, or the K1 addrecss has been exhausted. At that point, the K1 address FF {s reset
and, with the 1st write FF set, the address sequence will prepare the K2 address.
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1st WRITE. K1 ADRS. TSUADRS, 2nd ADRS

1. With the K1 address FF set, the contents of the K1 register are gated to the E
register, +1 is forced to the F register by the 1'TOFN signal generated from
the JP module (CPU 3.33). The result K1 + 1 {s returned to the K1 register by
the enable K1 signal EKINRC. RA is added to the contents of F and the resultant
K1 address is transmitted to central memory control.

The remainder of the sequence will be the same as steps 2, 3 and 4 of 2nd address
described above.

1st WRITE. KT ADRS. Tst ADRS. 2nd ADRS

1. With the K1 address FF reset, K2 is gated to F, RA is gated to E. The result
fromi the small adder produces a relative memory address for the first K2 word,

The tramsmission of the K2 address and a memory write request will not occur until the
HR register is loaded with a data word to be written into memory. Loading of the HR
register is controlled by the data sequence. With the HR register loaded, the HR full

FF is sct to enable K264 »f the address sequence. K264, in turn, ‘ables address transmit

(EATOR) and data transmit by generating EDTOS from the JS module (CPU 3. 35).

2. The length in LC will be decremented by ~128 in the L adder. This is performed
to test for K2 exhaust. If LC 2 124, the enable LC signal ELCOQTF generated

from the JQ module will allow the decremented count to be stored back in the
LC register.

3. The sequence then performs a double subtraction that monitors whether the
next K2 sequence will exhaust the length in LC. The look-ahead function allows
the address sequence to read the last K2 word before performing the last K2
write. The decremented contents of LC from the L. adder are enabled to the LF
register via 145, and thus the second subtraction is performed. The absence of
a group carry or pass {CLADDG, TADDP) from the L adder indicates L <12; if
K1 has already been exhausted, the LLAC < 12 FF will be set.

Setting of the LAC < 12 FF enables setting the K1 address FF. The address sequence
will thus perform a K1 read sequence on the next cycle to obtain the last word of K2.
Since K1 must have exhausted in order to set LAC < 12, the current K2 address used to

produce the memory address in step 1 is stored in K1 by the EKINRC signal on the JR
module. Thus both K1 and K2 will contain the same K2 address.
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4. Resct 1st write FF

If the K1 exhaust FF is not set, the address sequence will toggle between K1 read and
K2 write until K1 has exhausted. The address sequences for K1 and K2 are identical to
those already described but with two exceptions, (a) and (b), listed below.

TstADKS. Znd ADIS. Ki ADRS

(a) K1 is gated to E, +1 is forced to F, result K1 + { returned to Ki.
(b) Data counter and buffer counter are incremented by one.

Once K1 has exhaused, the address sequence will perform K2 write until the LAC <12
FF is set, at which time the last K2 read is performed.

LAC <12 I'F. K1 ADRS (Last K2 READ)

1. With the K1 address FF set, the contents of the K1 register (K1 will contain the
previous K2 address) are gated to the E register, +1 is forced to the F register.
The result from the small adder is added to RA to produce a relative memory

address for the last K2 word. This address is transmitted to central memory
control. -

2. The data counter i3 incremented by one. The increment is enabled by the update
data counter signal (UPDKQJ) from the JQ module (CPU 3. 36).

3. Reset K1 address FF.

With the last K2 read performed, the address sequence will generate the K2 address for
the last K2 write.

LAC <12, RTADRS (Last K2 WRITE)
1. With the K1 address FF reset, the contents of the K2 register are gated to the E
register, +1 is forced to the F register. The result from the small adder is

added to RA to produce a relative memory address for the last K2 write.

The transmission of the last K2 address and a memory write request will not occur until
the R [ull FF is set by the data sequence. °
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COMPARFE INSTRUCTION (495, 467 - Refe to timing diagram, figure 5-2-32)

The address sequencing for a compare ins ruction is similar to that of a move with the
following exceptions:

1st ADDRISS

1. Kl is addrcssed rather than K2, as in a move.

2. LA is decremented by '128' K1 exhaust test is performed. The 1st & last FF

cannot be set during Ist address if K1 has exhausted. If C1> C2, the LA value
before it is decremented is stored in LAC1 and the previous contents of LAC1
are stored in LAC2.

The data counter and *!fer counter are incremented by one.

2nd ADDRESS

1. K2 is addressed rather than K1, as in a move.

LC is decremented by -124. K2 exhaust test is performed. If K2 has exhausted
and K1 exhausted on the previous sequence, the i1st & last FF is set to enable
the short data sequence. If C2 2C1, the LC value before it is decremented is
stored in LLAC1, and the previous contents of LAC1 are stored in LAC2,

The data counter and buffer counter are incremented by one.
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With the buffer counter equal to 4, the block K ADRS FF (CPU 3. 35) is set. The black
K ADRS FF will prevént further addreass sequences [rom occurring until the compare
scequence has compared the first pair of words. The compare sequence decrements the
buffer counter by two and resets the block K ADRS FF.

Address sequencing will continue until K1 and K2 exhaust, or a compare unequal occurs.

COMPARE COLLATE - COLLATE TABLE LOOK-UP - A0 ADRS

The collate sequence will set the A0 ADRS FF and clear the block K ADRS FF, allowing
the address sequence to generate the correct table word address.

1. The collate sequence will load the upper bits (3-5) of the TQ or TS register in
the E register. ‘The address sequence will load the contents of the A0 address
register in the F register. The result from the small adder is added to RA to
produce the relative memory address for the desired table word.

2. The address sequence will clear the A0 ADRS FF and set the block K ADRS FF.

Further address sequencing will be blocked, unless the collate sequence sets the A0 ADRS
FF and clears block K ADRS once again,
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DETAILFED PAK DIAGRAM (CPU 3, 38, 3,39, 3.40)
DATA SEQUENCE

Central memory control generates the data ready signal (DARDY), 50 ns before the
transmission of requested data. The accept sequence located on the GM module

(CPU 3.16) is conditioned by data ready. Data ready starts the accept sequence timing
chain: DR50, DRG4. The leading edge of DR50 generates central memory data ready
(CMDRM) to the data sequence HT module (CPU 3, 39), At the next clock, CMDRJX starts
the data sequence timing chain: D164, D214, D264, D314, and D364,

The basic data path flow through the dala sequence is shown on the illustration below.
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The time interval between the leading edge of CMDRJX and the beginning of D164 is
considered as D114,

During time intervals D114 through D364, data in CR9 can be propagated in succession
through five registers (H, C, Q, S, and HR) with the loading of each controlled in-
dependently by the data sequence. The [full conditions of these registers are
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monitorcd' by five control FFs: Il full, C full, Q full, S full, and [IR full, located on the HT

and JW modules (CPU 3.39; 3.38). Each control FF is enabled by a special 25 ns clock that

occurs hall way between the regular clock. A full condition alerts the next sequence interval
to enable continuance of data propagation,

Normally, D214 allows for the realignment of character positions in C. Realigment is
performed by right“shifting the desired number of characters through the shift network and
returning the shifted results to the C register, The C full FF remains sct while the shift
is taking place. When a realignment of data in C is not required, D214 stores the unshifted
data from C direclly into Q. Depending on sequence conditions, Q full may be set at this
point,

Normally, D264 allows [or the storage of shifted data from C (bits 48-107) into Q. Any
shift residue characters, (those shifted past the tenth character position, bit 48), are
transferred into R for temporary storage.

Similarly, D314 allows for the storage of data from Q into S; D364 allows for the storage
of data from S into HHR. HR full alerts address sequence K264 to initiate a memory write

request. Prior to the generation of 1R full, the address sequence will already have placed
a K2 address into F,

To prevent writing, a compare instruction blocks D 364 altogether.

Consecutive data transmission to central memory control is dependent on the receipt of a
signal that acknowledges memory acceptance of the previous write data. Acceptance of a
write request which is unduly delayed causes stacking of data in the S, Q, C and Il registers.
It is specifically because of this stacking capabilily that the address sequence monitors the
buffer counter to ensure that only five K1 address requests (C2 2 C1), or six K1 address
requests (C1 > C2) can be issued prior to a write,
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An example of data stacking {s illustrated below.
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Three data ready responses are received at their maximum rate of 200 ns, Each data
ready initiates a data sequence,

The first data sequence proceeds through D364, where HR full is set. HR full enables
address sequence K264, and it is during this time that first write request occurs. The o«
second data sequence starts 200 ns after the first; it proceeds through D314 only. Since
HR is full, D364 cannot be enabled. The second data word remains stacked in S with the

S full FF set. The third data sequence starts 200 ns after the second; it proceeds through
D214. By D214 time, HR full is reset by an accept for the first write request, At the next
clock, D364 is enabled for the second word while D264 is enabled for the third, The second
and third words are simultaneously transferred from S and C into HR and Q, respectively.
HR full and Q full enable K264 and D314 at the next clock. K264 initiates a memory write
request for the second word while D314 allows for the transfer of data from Q into S. The
third data word will remain stacked in S until the second write accept is received,

MOVE INSTRUCTION (464, 465 - refer to Figure 5-2-33)

Three data detection FFs are utilized by the data sequence to determine path selection. The
three FFs, 1st data, 2nd data and 3rd data are located on the HW module (CPU 3, 40).
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1st data sets at the beginning of a CMU instruction; it enables sequence path selection for
receipt of the ﬁrstylox"d. 2nd data is set at the end of 1st data; it enables sequence path
selection for receipt of the second word. Two paths are provided for 2nd data; the path
chosen is dependent on the C2 2 C1 FF. 3rd data sets at the end of 2nd data when ClI> C2;
it enables sequence path gelection for receipt of the third word.

1st DATA

Receipt of the first data ready response initiates the first data sequence. The first word
received will be the first word of the K2 destination field,

1. Data ready allows the data counter (CPU 3. 39) to be decremented by one.

2. The first K2 word is transferred into Q, where it will remain until second data.
The entire Q register is enabled because CSR contained zero from the start
sequence.

3. Clear 1st data, set 2nd data,

The data sequence {3 now conditioned for receipt of the second data word. The next data
ready will initiate the second data sequence.

2nd DATA

The second word received will be the first word of the K1 source field, The path chosen for
2nd data is dependent on the C2 ¥ C1 FF. Each path is described separately.

Cc2:=2C1

With the C2 offset greater than, or equal to the C1 offset, the first K1 word is shifted to
align the [irst actual character position of K1 with K2, The shifted K1 data from C is
transferred into Q, where it combines with the K2 offset stored in Q from 1st data, The
ghift residue from C is transferred into R for temporary storage until the next sequence,
The complete word in Q becomes the first K2 write data; it is transferred into S and HR,
at which time the first write request is performed, ’

1. Data ready allows the data counter to be decremented by one (CPU 3. 39).

2. The C2 offset in CSR controls loading Q, so that the K2 offsct is protected while
the shifted K1 occupies the remaining character positions of Q.

3. Clear 2nd data. :

All subsequent data responses use the normal path (TSt DATA . Znd DATA . 3rd DATAY
until last word ias detected.
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Cl1>C2

With the C1 offset greater than the C2 offset, the first K1 word is shifted to align the [first
actual character position of K1 with K2. Since a left shift cannot be performed, the shift
will cause all characters to reside in the residue portion of C. The residue fro;n Cis
transferred into R, where it will remain until the next sequence.

1. Data ready allows the data counter to be decremented by one (CPU 3, 39).

2. Clear 2nd data, set 3rd data.

The data sequence is now conditioned for receipt of the third data word. The [irst K1 word
that was aligned with K2 remains in the R register until the next K1 word is received.

3rd DATA

While the second K1 word is being shifted to align K1 with K2, the first residue is
transferred from R into Q, where it combines with the K2 offset stored in Q from 1st data,
The shifted second K1 word in C is then transferred into Q to occupy its remaining
character positions, The shift residue from C is transferred into R for storage until the
next sequence. The complete word in Q becomes the first K2 write data, and is trans-
ferred into S and IIR, at which time the first write request is performed.

1. Data ready allows the data counter to be decremented by one (CPU 3, 39).

2. The C2 offset in CSR controls the loading of Q, so that the K2 offset ig protected
while the first K1 residue from R is transferred into Q.

3. The shift count in PW controls the loading of Q, so that the K2 offset and K1
residue previously stored in Q are protected while the second K1 word occupies
the remainder of Q.

4. Clear 3rd data,

All subsequent data ready responses use the normal path (ISt DATA . 2nd DATA . 3rd DATA,

until last word is detected.

ist DATA . 2nd DATA . 3rd DATA (Normal Path)

The normal path operation is similar to 3rd data with the exception that the CSR
register will contain zero instead of an offset value.

The data counter is decremented by one for each data ready. When the count equals zero
and the LAC <12 FF is set, the data word in CR9 is the last K2 word. The data path
chosen is dependent on the remaining buffer count value.
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DT=0. BF=1. LAC< 12FF

A data count of zero and a buffer count of one indicate that the block HR FF must have
been set on the previous sequence to prevent writing the last K2 word until the partial
write characters from Ké are read. (Examples of this condition are illustrated in
figures 5-2-34 and 5-2-38.)

The remaining length value in LC determines how many partial write characters from K2
must be returned to K2.

1. The remaining length value from LC is transferred into PW where it controls
loading the partial write characters into Q.

DT=0 . BF0. LAC<12 FF

A data count of zero and a buffer count of one indicate that the block HR FF was not
previously set. Residue characters [rom the previous sequence stored in R are trans-
ferred into Q. The partial write characters from K2 are transferred into Q. (An example
of this condition is illustrated in [ igure 5-2-35,)

1. The remaining length value from LC is transferred into PW and {s used to control
the loading of the partial write characters into Q.

COMPARE INSTRUCTION (466, 467 - Refer to [ igure 5-2-33)

A compare instruction sets the block HR FF (CPU 3, 38); it remains set throughout the
instruction to block D364.

The toggle FF located on the HW module (CPU 3, 40) is used by compare to sclect the
appropriate data path for K1 and K2. In its reset state, the toggle FF selects the K1 data
path., K1 is always stored in S. When set, the toggle FF selects the K2 data path. K2 is
always stored in Q.

The 1st data flip-[lop is the only data detection FF utilized by compare. Path selections
are determined by the conditlon of 1st data, C2 2 C1, toggle and last compare.

The first word received (of a pair) will always be a K1 word. The 1st data FF is set

at the beginning of a CMU instruction; it enables sequence path selection for the first word
received. Four paths are provided for 1st data; (C22C1 ., TOGGLE),

(C2 2C1 . TOGGLE), (C1>C2 . TOGGLE), and (C1>C2. TOGGLE).
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1st DATA . C2 > C1 . TOGCLE : 1st DATA . C1>C2

The first KI word received is shifted to align K1 with K2, The shift residue is transferred With C1>C2, the paths ‘for 1st data are similar to those previously described for C2 2 Cl,
into the R régister for storage until the next sequence. The shifted K1 data from C is with the following exceptions:

transferred into Q and S.

1. Rather than K1 being shifted to align with K2, the opposite is performed; K2 is
1. Data ready allows the data counter to be decremented by one (CPU 3. 39). shifted to align with K1.

2. The C2 offset in the CSR register prevents loading the C2 offset positions of Q. 2. Because of this change, the loading of Q is controlled by C1 instead of C2.
3. The toggle FF is sct; the 1st data FF remains set until receipt of the first K2 word.

All subsequent data ready responses will use the normal data path

(Tst DATA . TAST COMPARE), until last compare is detected.

1st DATA . C22Cl1 . TOGGLE

Tst DATA . TAST COMPARE (Normal Path)

The lirst K2 word received is transferred directly into Q without shifting, since K1 was

. K . The normal paths for compare are similar to the 1st data paths previously described.
already shifted to align with K2.
However, the difference between 1st data and the normal path is that the residue in R
from the previous sequence is transferred into Q while the shift is being performed for
K1 (C2 2C1) or K2 (C1>C2). The shifted characters of K1 or K2 are then transferred

into Q to combine with the residue, forming a complete word. The current shift residue

. Data ready allows the data counter to be decremented by one (CPU 3. 39).
The C2 offset in the CSR register prevents loading the C2 offset positions of Q.
Reset 1st data FF and toggle FF.

is transferred into R for storage until the next sequence,
. Enable compare sequence.

oo

R 1. The CSR register will always contain zero so that the residue from R can be
A representative timing diagram for 1st data is shown below. loaded into the entire Q register.

2. The PW register, which contains the shift count, ensures that only the shifted
contents of K1 (C2 2 C1) or K2 (Cl > C2) are transferred into Q while the

DATA R UN "U U

T30 V) U U U U U U u u u u U U previous residue, (step 1), is protected.

R WOID-DATA SR Coue ] oones | SEN  IRLECN T The normal path is used for receipt of data until the last compare FF is set, Last

:' ::::,’,‘ [ 1 compare is sct during the compare sequence when K1 and K2 have been exhausted and

‘3:‘0:::: [ — the compare sequence determines that the second last pair of words are equal. Data
path selection for last compare is determined by the condition of the C2 2 C1 FF, toggle

2 WOID-DATA 31:Q [ond Tooes § o2 | NI M FF and the remaining buffer count, :

WEULE FE =3

cruerr c———////

RARLAR = — LAST COMPARE . BF=2

st DATA LK X J

TOGGH 13 +1° £ o The buffer count of two with the last compare FF set, indicates that one remaining

COMPARI SIQ Cvins Toaes Jcuzs ]

pair of words must be received and compared before the instruction is completed. (An
example of this condition is illustrated in figure 5-2-37.)

All subsequent data ready responses will use the normal compare data path,

(TSTDATA . TAST COMPARE), until last compare is detected.
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The data sequence is similar to a normal path except that:

1.  CSR contains the remaining length from LA (Ct > C2) or LC (C2 *C,”; CSR
prevents loading Q with characters that are not part of the K1 or K2 last word
field.

2. CSR # PW ensures that only the shifted K1 (C2 2 C1) or K2 (C1>C2) characters
are transferred into Q while the previous residue is protected, and characters
not part of the K1 or K2 field are blocked. A

ILAST COMPARE , BI°'=1

A buffer count of one with the last compare FF set, indicates that only one remaining
word must be reccived, (An example of this condition is {llustrated in figure 5-2-38.)

With C2 2C1, the remaining word will be from K2; whereas with C1 >C2, the remaining
word will be from K1. CSR will contain the remaining length from LA (C1>C2), or
L.C (C2 > C1); CSR prevents loading Q with characters that are not part of the K1 or K2

last word field.

COLLATE TABLE LOOK-UP

The data sequence is also uged during the compare collate operation to store the collate
table word into the T register. The appropriate collate character is selected via 134 and
transferred to cither the TS or TQ register.
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CENTRAL MEMORY CONTROL - ACCEPT RESPONSE

Central memory control_responds to a read or write request by generating an accept

signal (CMACM) when the request is honored. CMACM sets the CMC accept'FF {CPU 3.35)
and clears the ADRS XMIT full FF (at full). The reset condition of at full allows initiation
of another address sequence, unless the block K ADRS FF is set,

The CMC accept FF for a write operation (KT ADRS FI') decrements the bulfer counter
by one. K1 ADRS XMIT FF, located on the JR module (CP’U 3, 34), prevents decrementing
the buffer counter on a read accept. The buffer counter and decrement controls are lo-
cated on the JV module (CPU 3, 37).

Block IR Controls

When the address scquence detects that the next K2 field length will exhaust (indicated by
LAC< 12 FF) with a count of two in the bulfer counter, the block IR FF will be set,
LAC <12 and a buffer count of two indicate that the last K1 word and last K2 word must
be received before the last K2 write is performed.

The block IR FF is always sct at the beginning of a compare instruction, and remains
set throughout its execution.

When set, the block HR FF blocks data sequence D364,

5-2-78.4.



INSTRUCTION DECODE SEQ
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INSTRUCTION DECODE SEQ
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STARY sEQ
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SOURCE QESTINATION
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INSTRUCTION DECODE SEQ

LA > LF
€I > LE

START S€EQ
LE +LF > LA

=33 (L+CH

C2-ClI->SCR e} SCR -> SK

0 -> CSh
SCR > PW « |

LC +C2 > teC
‘l2 > LE

ADDRESS _SEQ
Ist ADRS
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K1 + RA => F ~> ADRS XMIT
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TEST K EXHAUST

K2 + RA —> F -> ADRS XMIT

LC-LE>LC (34 -12 -22,) or 0!'2

BF 41+
TEST K2 EXMAUST

LACH

(K14 1)+ RA > F —> ADRS XMIT
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+ CONTINUE AFT 1
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LA -LE (7, ~12, *EXHAUST) OY 41+ 3
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SeT k2 Exnaysy O +104
SET BLOCK K ADRS

LACI => LAC2 » 22y
LC-> LACt = lﬁ.

COMPARE EXANPLE % 1 c2mcl

Le g 128y
cIs2
c2.38 .
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! CSR
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X1 LA-LE->LA (16, -12.24)) DT+ |+3 G o ENABLE COMPARE SEQ
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(X2 + 1)+ RA —> F -> ADRS XMIT El%g’,”’l’l,,’
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DETAILED PAK DIAGRAM (CPU 3, 41)
SHORT DATA SEQUENCE

The short data sequence is similar in operation to the normal data sequence; however,
it is only enabled when the Ist & last FF is set., ’

Ist & last FF is set for a move when K2 exhausts during 1st address, and for a. compare
when K1 and K2 exhaust during 2nd address,

MOVE INSTRUCTION (464, 465 - Refer to figure 5-2-39,)

1st DATA

1. Decrement data counter by one.
2. The first K2 word is transferred to Q.

3. Clear 1st data, set 2nd data,

2nd DATA

Path selection for 2nd data is determined by C2 2 C1 and the buffer count.
C22C1}

With C2 2 C1, the last move equals-zero signal (LMSOTV) selects the appropriate data
path.

1. Deccrement data counter by one.

2. The shifted K1 word is transferred to Q. The C2 offset in CSR and the shift
count in PW control the loading of Q. CSR # PW ensures that only the shifted
characters from K1 are stored in Q, while the K2 offset, and characters not part
of the K2 field,. are protected. (An example of this condition is illustrated in
figure 65-2-41.)

3. The complete word in Q is transferred to S and HR in preparation for the
1st write request.

19981800 A

C1>C2

With C1>C2, the buffer count is checked. If the count equals zero, the last move
equals-zero signal (LMSOTV) is generated. The sequence follows the same path des-
cribed for C2 2C1,

If the buffer count equals one, the last move equals-one signal (LMS1TU) is generated.
Last move cquals-one indicates that two K1 words must be received. (An example of this
condition is illustrated in figure 5-2-40.)

1. Decrement data counter by one.

2. After K1 has been shifted, all K1 characters will reside in the residue portion
of C. Therefore, the residue must first be transferred to R and then to Q. The °
C2 offset in CSR and the shift count in PW control the loading of Q.

3. Clear 2nd data, set 3rd data.

3rd DATA

1. Decrement data counter by one.

2. The shifted K1 data is transferred to Q. The loading of Q is controlled by the
remaining length value in L.C and the shift count in PW.

3. The complete word in Q is transferred to S and IIR in preparation for the
18t write.

COMPARE INSTRUCTION (466, 467 - Refer to figure 3.2-39)

Short data for a compare monitors C2 2 C1 and toggle to determine path selection.

The data path is the same as the one used for a normal data sequence with 1st data,

except that [or a short compare both CSR and PW are used. CSR will contain the C2
offget value (C2 2 C1) or the C1 offset value, while PW will contain the remaining LC
value (C2 2C1) or LA value (C1>C2).

— 5-2-84.0



LA - LE (64 124" EXnAUST) BF 41}
SET K2 EXHAUST

VUNTIL HR FuLL !
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“ LE T LE (109~ 129+ EXHAUST) OT 4 1%} 191 DATA X2 >CA3 > M ->C —=—3 0,
SET K2 EXMAUST E/F oT - 4ot
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DETAILED PAK DIAGRAM (CPU 3.42)
COMPARE SEQUENCE

The compare sequence is enabled from either the data sequence or the collate sequence.

FROM DATA SEQUENCE

The compare sequence monitors the compare word equal signal (CWEQ) to determine the
action to be performed.

Comparison Equal (CWEQ)

1. The bulfer counter is decremented by two, which will allow the address
sequence to Initiate read requests for another pair of words.

2. The block K address FF is reset, enabling the address sequence timing chain

at the next clock.

3. S full and Q full are cleared, enabling the data sequence to resume, and

another compare to be initiated. .

Last compare is detected by the condition (K1 exhaust and K2 exhaust) or (1st & last FF).
When both K1 and K2 are exhausted for a normal compare, or 1st & last is set for a short
compare, the next compare will be the last. If the result of the last comparison is an equal
condition, the exit sequence will be enabled.

Comparison Unequal (CWEQ)

1. The character position register (CP) is enabled, so that a code pointing to the
first unequal character (from left to right) can be stored,

2. Using the CP code, the unequal character from both S and Q is stored in TS and
TQ, respectively.

3. The compare sequence will enable the exit or collate sequence. The sequence
enabled will depend on the instruction type being executed.
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DETAILED PAK DIAGRAM (CPU 3, 43)

COLLATE SEQUENCE

The collate sequence is enabled from the compare sequence if a compare word unequal

is detected during a 466 instruction.

The collate sequence can be divided into two sections, where timing chain sequénces CS114,
CS164 and CS214 form collate I, and CS264 forms collate II. (Refer to figure 56-2-42,)

COLLATE 1

Timing chain sequences CS114 and CS164 are enabled by compare word unequal (CWEQ)
from the compare sequence, CM214, The remaining timing chain FF, CS214 is set by
require address FF.

Three control FFs are conditioned by CS114 and CS164. They are: address 2, data 2 and
require address.

The require address FF allows the address sequence to be enabled by enabling CS214.
During CS214, the block K address FF is reset.

The address 2 FF indicates that two passes through the address sequence must be performed,
since both collate characters are located in different words.

The data 2 FF indicates that two passes are required through data sequence D164. With
address 2 set, each pass occurs after data ready; with address 2 reset, both passes occur
consecutively after the first data ready.

The table at right shows the possible equality detection combinations: the resultant settings
of the three control FFs, the number of address requests, the passes through D164, and
the final code stored in WP.
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CS214

CS214 is enabled by the require address FF sct during CS184. At CS214, the block K
address FF is cleared, and the A0 address FF is set. A0 address conditions the address
sequence to transmit a collate table address. The upper three bits (3-5) of TS or TQ.
which selects one of the eight possible collate table words, are stored in E and WP.
During the address sequence, the collate table address from the A0 register is added to
the select code in E to formulate the table word address.

COLLATE Il _CS264

Collate II is enabled from the data sequence when both collate characters have been
loaded into TS and TQ.

If both collate characters are equal. the collate character equal signal (CCEQ) is
generated to enable the compare sequence; otherwise the exit sequence is enabled.

Equality Detection FFs Collate 1 Control FFs Final Pass in D164 No. Adrs
wP Requests
TQ=TS | TQ:WP | TS=WP | ADRS2 | DATA2|REQ ADRS
- 1 1 [ o o No None None
change
0 (1] [1] 1 1 1 i~} 2 passes per Data 2
Ready
1 [} ] 0 1 1 TQ 2 passes for Data 1
Ready
- [\] 1 o 0 1 ™ 1 pass for Data 1
Ready
- 1 0 0 0 1 TS 1 pass for Data 1
Ready
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UNEQUAL CHARACTER OF Ki » 63y
UNEQUAL CHARACTER OF K2 * 31g
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AQ|
A3 37
A8 37

INSTRUCTION DECODE_SEQ

LA—>LF
Ci—LE

SIART SEQ
LE+LF—>LAI0g (L4 CU

Cl ~C2—>SCRs1  SCR—> K1
0 csm
SCR —>PWs 1
LC+C2—>1C 7g
ADORESS SEQ
18t ADRS K1 + RA~—>F —> ADRS XMIT gri
LA- LE (10g ~ 129 «ExMAUST)  BF +1¢
SEY KI EXHAUST -
LACI® 10y
204 ADRS X2 + RA —> F—> ADAS XMIT T 440
LC - LE (7g-12g *EXHAUST) e

NSET K2 EXHAUST, SET BLOCK K ADRS
SET Ist 8 LAST F/F
LAC! —> LAC2 +10g

Ap ADRS  (Ag—3F + E)—> F + RA—>ADRS XMIT
CLR Ag ADRS F/F

SET BLOCKX K ADRS

CLR A ADRS F/F

COMPARE_~ COLLATE EXAMPLE # ¢ <1 2c2
L -9 SMORT COMPARE
Cie3
c2v2
¢ s[el7[8)s.

H—>c =}$,22%5’52?}}‘3__

11/i 117/

CSR ® Pw
cI®ua
QATA SEQ - ONE WORD

cSR®PW

c12c2. KI~>»CRI—PH—»C~———3Q)—> S,
0660 0T-te1 @A

f
COMPARE_SEQ

AYS we ! Aors sea wiLL sTanT)
3-5 | o WITH TS CONTENT I |
€ RGTR LE RGTA 3
(69) tadaiadele
DATA s€Q
COLLATE IN CR9—3> T —> 1345 [37—> TS
PROGRESS «
oT-0 Ts (379)
0-2 CLR DATA, F/F )
CLRY FULL F/F (TG TS)
COLLATE SEQ  C5214  (REQUIRE ADRS F/F - BLOCK K ADRS)

SET COLLATE IN PROGRESS
UNEQUAL CHARACTER POSITION~3CP RGTR +6g

vs BN
SELECT UNEQUAL CHARACTER FROM S —>TS RGTR « 63— (e | 3 ]
SELECT UNEQUAL CHARACTER FROM 0—>T0 RGTR* Sta~—_  [ST3[3[2[i[g]
T
COLLATE SEQ  C€S114,CS164,CS214

IS-WP,iQ'WP,"O"g

SET DATA, F/F (TG=WP - TS Wh)

SET ADRS F/F (TG-WP - TS+ WP - T+ T5)
SET REQUINE ADRS F/F  (TO WP« TSTWP)

CLR I3t COMPARE F/F

CLR BLOCK K AORS F/F

SET Ag ADRS F/F

CLR BLOCK X ADRS F/F
SET Ag ADRS F/F

CLR REGUIRE ADRS F/F (AORS F/F)
ADRS SE£Q Wil lYlRV.‘

i) we '
3 ‘ | WITH TO CONTENT i
€ RGTR L E ROTR

]
1
(3g) e

T EEBE ] T T GERE ]
111/ IR % lgggl'lm

ENABLE COMPARE
SEQ- COMPARE
UNEQUAL DETECTED

> 9 W&‘&S%ﬁ

CSRDPW
cr2c2. K2—-5CR9—>H—>C—> SN—> € ———> 0,
TOGOLE oT-1:0 cIOLA
COLLATE TABLE POSITION
I [ CHARACTER PoSITION
DATA sEQ
COLLATE IN CRY—>T~> [34—> 1373 T0Q
PROGRESS »
oT.0 To . (379)
o-2 CLR T FULL F/F
ENABLE COLLATE CS264
COLLATE SEQ  CS264
TS+ TQ  ENABLE COMPARE SEQ  (iF TS5 TG, ENABLE EXIT SEQ)
COMPARE_SEQ
CP RGTR 41> CPROTRs7g  (ALLOW COMPARE S AND Q CHARACTERS 7.8,9)
ASSUMING REMAINING CHARACTERS
COMPARE EQUAL—> ENABLE EXIT SEQ
SET LAST COMPARE F/F
€X1T sEqQ
0—>C RGTR
C—>Xg RGTR

INSTR FLOW EXAMPLE
COMP/COLLATE CI>C2

l I 19981000 ln
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DETAILED PAK DIAGRAM (CPU 3.44)
EXIT SHQUENCE

The exit sequence is enabled at the conclusion of a2 move or compare instruction. EXIT - COMPARE EQUAL

MOVE INSTRUCTION

The normal exit for a compare equal is identical to the exit performed for a move.

The enable exit signal (EEXNVF) is generated when: K1 and K2 are exhausted, the EXIT - COMPARE UNEQUAL

enable exit FF is set, and a write accept is received for the last K2 word, EEXNVF

enables exit sequence E114. For a move, E114 will clear the C register only. Timing The exit sequence for compare unequal is used to calculate the number of characters
chain sequences E164 and E214 are skipped; E264 is enabled next. (Refer to figure 5-2-44.) that were not compared as the result of the unequal condition, and whether K1 is greater

or less than K2, The remaining count is contained in the LAC2 register. The
During 12264, the contents of C, containing zero, are transferred into X0. The CMU exit

signal (EMCEXII) is generated to enable the RNI sequence.

character position code in the CP register is subtracted from the remaining count to
produce a count equal to the number of characters that have not been compared +1. The

count is transferred from LC via [5 into the C register.
COMPARE INSTRUCTION

IrQ<S, the C register is complemented via the I5 complement control logic. The
E i E CES ©) i ¢ a t .

The enable exit signal (EEXNYF) is generated by the compare or collate sequences. A complement of C indicates that K1 >K2.
compare instruction (467) will generate enable exit if an unequal compare occurs before

the last compare. It will also generate enable exit if the last compare is equal. However, IfQ> S, the C rcgister is not complemented. This indicates K2 > Ki.
tie last compare I'F will be sct, indicating equally on the last compare.

At 12264, the count value stored in the C register is transferred into X0. The CMU exit
A compare collate instruction (466) will generate enable exit if an unequal compare occurs signal (EMCEXII) is generated to enable the INI sequence.

after the appropriate collate characters are read and compared.
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DETAILED PAK DIAGRAM (CPU 3.45)
INVERTER 17

PARITY GENERATOR

OUTPUT XMITTERS

There are five sets of transmitters that allow the CPU to communicate with other units in the
system,

P TRANSMITTERS - 2 SETS

The current contents of the CPU P register are continually transmitted to the two PPS chassis.

This output also includes a parity bit and the condition of the run FF. The PPS can use these
signals to determine abnormal CPU operation.

ECS TRANSMITTERS

The ECS coupler receives the starting address and word count from the CPU during execution
of an ECS instruction. An odd parity bit (COXPAR) accompanies the transmissions. The re-
quest (COREQ) is sent to establish the start of an ECS sequence. The write signal (COWRT)
will be sent with the address il a data transfer from CM to ECS is to occur, Start transfer
(COSTXT) will be sent if no AOR conditions inhibit the data transfer,

CM ADDRESS TRANSMITTLERS

The sequences accessing memory develop the gating for loading F into the address trans-
mitters. The request (MEMRFEQ) will accompany the address if no range error exists,

19981800 A

.

Parity for the address is developed as ADDPAR; however, this signal can be forced to zero
by an input from the status and control register. An RNI tag accompanies requests for in-
structions. This is used in the CMC breakpoint test. Two control signals related to exchange
jump are transmitted independently. The request exchange (CPOXRQ) signals CMC when the
CPU executes a 013 instruction or an error exit exchange jump is to be made, OK exchange
(CPOKX) is a response to an exchange request sent to the CPU by CMC.

CM DATA TRANSMITTERS

The contents of the hold register (HR) are clocked to the data transmitters contimally. A
single parity bit (ODTPAR) is developed to accompany data transmission. This parity can be
forced to zero by the status and control register. A write signal (DWRITE) will be developed
by the sequences when the data transmitters contain useful data. This signal will be trans-
mitted to CMC as an indicator of a CM write operation.

17 AND HOLD REGISTER

All data to be transmitted to memory is formatted in I7 and placed in the hold register,
Clocking of the IR is conditioned by the sequences which store data, These sequences
develop the enable 1IR (ENBHR) signal and the various I7 input paths. The following table
illustrates the contents of HR for each sequence.
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CENTRAL PROCESSING UNIT

The CPU, together with the functional units, executes programs stored in
central memory (CM). The CPU consists primarily of 24 operating registers
and a 12-word instruction stack. Data moves to and from the CPU through the
operating registers. ’

INSTRUCTION CONTROL

The principal components of instruction control are the Instruction word stack
(IWS) and the instruction address stack (IAS). A coincidence test is made be-
tween the content of P and the content of each 1AS rank during each clock
period. \Whenever a coincidence occurs, the corresponding 60-bit instruction
word in the IWS is sent to the current instruction word (CIW) register for

execution.

INSTRUCTION WORD STACK (IWS)

The IWS is a group of 12 registers, individually identified by rank, that holds
program instruction words for execution. Data moves through the IWS from
rank 12 to rank 1, Rank 12 is filled with CM data, and all other ranks are
filled with data from the next-highest-order rank. The data shifted from
rank 1 is discarded. Data movement through the IWS takes place only during
a shift stack condition. )

A shift stack condition occurs when the read address for an instruction word
central memory control (CMC) and no CM bank conflicts occur, The
condition is delayed to arrive coincident with the read data arriving at IWS,

enters

INSTRUCTION ADDRESS STACK (IAS)

The IAS is a group of 12 registers that holds CM program addresses on a
one-to-one basis with the program words in the IWS., Rank 1 in the IAS con-
tains the oldest address in the stack, and this address corresponds to the
relative CM location from which the word in rank 1 of the IWS was read.
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All ranks of the IAS receive information from the next-highest-order rank during
a shift stack conditlon in a manner analogous to that for the IWS, An address
is read into rank 12 of the IAS from the next stack address (NSA) register.
This address corresponds to the relative CM address for the word arriving at
rank 12 of the IWS. When the stack-is shifted, the address in rank 1 of the
IAS is discarded.

The outputs of all IAS ranks are compared with the content of P each clock
period. Rank X coincidence gates the IWS rank X content to the CIW rcgister.

NEXT STACK ADDRESS (NSA)

The NSA register, adder, and advance stack flag (ASF) generate the NSA, which
{s an 18-bit CM relative address for the next sequential word required by the
IWS. The inputs to the NSA register consist of a branch address from the

P register or the content of the NSA register plus one or zero from the NSA
adder. One is added to the NSA when ASF {s set.

P REGISTER

The P register contains the current program ecxccution address, which.is an
18-bit relative CM address.

The P register has four possible sources of data. Read data bits 36 through
53 enter the P register from CMC as part of the exchange package.
the P register during conditional branch and return jump sequences,
enters during the unconditional jump instruction (02).
straight-line coding.

K enters
K+ Bi
P+1 enters during

Under branch conditions, the P bits enter the instruction fetch address (IFA)
register in CMC where they are added to the referencc address for CM (RAC)
to form the fetch address of an Instruction word. The P bits enter the register
selection network to become bits 36 through 53 in the first word of the exchange
package. The content of the P register enters the return jump exit (RJX) ad-

dress register during the return jump and error exit sequences.
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CURRENT INSTRUCTION WORD (CIW) REGISTER

The CIW register is divided into four 15-bit parcels. All four parcels are
loaded in one clock period when an instruction word is read from the Wws.
The highest-order parcel in the instruction word is issued first, An instruc-
tion issues from the CIW register when the conditions in the functional units
and operating registers are such that the funcfions required in the instruction
exccution may be completed without conflicting with a previously issued in-
struction. The other parcels are then left-shifted in the CIW register by
either 15 or 30 bits, depending upon the instruction format for the instruction
issued.

The exchange sequence register and counter provides three bits during the
exchange sequence which become the i, j, and k designators that gate Xi,

Aj, and Bk into the exchange package in CM. The counter outputs also gate the
P and support registers into CM during the exchange sequence.

X REGISTERS

The eight X registers are the principal operating registers for the CPU.
These registers each contain 60 bits and serve as the source and destination
for operands in execution of the arithmetic instructions. The X registers
receive data from all nine of the functional units and from CMC.

INPUTS

Translator

The translator merges the special case and sign data from the functional units
into complement control signals. The signals are used by complement control
to generate special case floating-point numbers or to change the sign of a
result from a functional unit.
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Input to X Network

Every functional unit has at least one result data path, and several of the
floating-point units have multiple 60-bit result data paths to the X registers.
Instruction control ensures that only one of the nine functional units sends a
result to the X registers during any given clock period., The data flow from
the functional units is treated in two groups. One group, consisting of the
multiply, divide, shift, and normalize units, is treated in a static merge net-
work, Data from these units flows through the complement control network
before entering the X registers, The second group, consisting of the remaining
functional units and CMC, merges with the data from the complement contro}l
network in a second static merge network., The 60 bits from this last network
are delivered to all eight X registers, The data is entered into a specific
register selected by the X register selection network,

X Register Access Control and Selection

The X register access control and selection functions determine the timing and
the specific register selection for each word entered into an X register., The
X register selection network selects the destination X register for all instruc-
tions. The i designator from the CIW register enters the X register selection
network in one of three ways: directly, through a l-clock-period delay, or
through the X register access control. The direct path is used during an ex-
change sequence. The delayed path is used for all two-cycle (2-clock-period)
instructions, The X register access control path is used for all instructions
requiring more than 2 clock periods to execute. A four-register delay chain in
the X register access control provides the delay required.

For example, register 1 supplies an extra clock period of delay for the 3-clock
period normalize instruction's i designator value,
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OUTPUTS

The contents of all eight X registers cnter a static distribution network along
with the i, j, and k designators from the CIW register. The distribution
network decodes the i, j, and k d- (nators and gates the contents of the
selected Xi, X), and Xk register< . the nine functional units and CMC.

The Xi outputs to CMC stores X0 through X7 in the exchange package. The
Xj output to jump test is used during the 03 branch instructions. The X0
register is connected directly to ECS instruction control.

A REGISTERS

The ecight A registers are used to address CM for operands and store results.
Registers Al through A5 are used to address CM when reading data from CM

to an X register. A read CM reference is initiated whenever one of these A
registers is the destination during execution of an increment instruction. The

data from the relative CM address is delivered to the corresponding X register.

For example, an increment instruction with an A2 register destination causes
a CM reference with the CM data sent to the X2 register.

Registers A6 and A7 are used to address CM when writing data into CM from
an X register. A write CM reference is initiated whenever one of these A
registers is the destination during execution of an increment instruction. The
data from the corresponding X register is written into the relative CM address
specified in the A register.

INPUTS

Only one data source may transmit data to an A register during a given clock
period. The input from the increment unit is gated into the selected A
register by the go 2 cycle to A signal during 50 through 57 instruction exe-
cution. The CMC input fills A0 through A7 during an exchange sequence.

.
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OUTPUTS

The data in the A register specified by the j designator is delivered-to the
increment unit and CMC each clock period. The data in the A0 register, the
starting relative CM address for ECS instructions, is delivcred to CMC and
ECS instruction control each clock period, "The CMC data path, from the
distribution network, is used for storing the A register data in the cxchange
package in CM during an exchange sequence; The incremcnt unit data path
provides data from Aj for 50, 54, 55, 60, 64, 65, 70, 74, and 75 instruction
execution,

B REGISTERS

The B registers are intended primarily for indexing functions in program exe-
cution. The BO register does not physically exist in the hardware. In the
instruction execution, this register appears to contain all zero bits.

INPUTS

Only one data source may transmit data to a B register during a given clock
period. It is gated to the B register by access control. The increment unit
input is present during 60 through 67 instruction execution and is gated by the
go 2 cycle to Bi signal. The normalize inputs are gated by go normalize
during 24 and 25 instruction execution. The CMC inputs are present during
an exchange sequence and are gated by signals from exchange destination con-
trol. The boolean unit data is gated by the go 2 cycle to Bj signal during 26
instruction execution.

OUTPUTS

Bl and Bj are used by the jump test circuit for 04 through 07 instructions.
Bi is sent to the K+Bi adder to form the word count during’ jump instruction
(02) execution. Bj is used by the K+Bj adder for ECS instructions (011 and
012) and the central exchange instruction (013).
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SUPPORT REGISTERS

The support registers assist the operating registers during the execution of
programs. The registers are entered with CM read data during an exchange
scquence. The data in these registers Is returned to CM by a second exchange
sequence which terminates the execution interval, The P register s also
entered with CM read during an exchange sequence,

REFERENCE ADDRESS FOR CM (RAC)

The 18-bit RAC register is added to relative CM addresses to form absolute
CM addresses. The P register content is added to RAC to form the absolute
program address in CM.

FIELD LENGTH FOR CM (FLC)

The 18-bit FLC register defines the size of the CM field available for program
execution. )

EXIT MODE (EM)

The 6-bit EM register holds the exit mode selections for a program, The
exit mode bits control CPU error processing, Any or all of the six bits can
be selected at one time. The exit mode selections are listed below in octal
format as they appear in bit positions 48 through 50 and 57 through 59 of the
exchange package.

Mode Selection Condition Sensed

0XX1 Address out of range
0XX2 Infinite operand
0XX4 Indefinite operand
1XX0 ECS flag register parity error
2XX0 CMC input error
4XX0 CM data error
60420310 A

REFERENCE ADDRESS FOR ECS (RAE)

The 21-bit RAE register content is added to the relative ECS address specified by
the instruction to form the absolute starting ECS address for block transfers.
The lower two octal digits of RAC (bits 36 through 41 of the exchange word)
are always zero. ’

.

FIELD LENGTH FOR ECS (FLE)
The 24-bit FLE regiater defines the size of the ECS field available for block

transfers. The lower two octal digits of FLE (bits 36 through 41 of the ex-
change word) are always zero.

MONITOR ADDRESS (MA)

The 18-bit MA register holds an absolute address that specifies the starting
address of an exchange package.

EXCHANGE JUMP ADDRESS

A CPU (013) or PP (2600, 2610, or 2620) exchange jump instruction starts or
interrupts the CPU and provides CMC with the first address of a 16-word
exchange package in CM. This initial address is K+Bj, MA, or A (PPS XJA)
in PPS-0 or PPS-1. The CPU holds this address in the XJA' register. The
exchange package shown in Figure 5-3 provides the following information on a
program to be executed.

Program address (P) - 18 bits

Reference address for CM (RAC) - 18 bits

Field length of program for CM (FLC) - 18 bits N
Exit mode (EM) - 6 bits

Reference address for ECS (RAE) - 21 bits

Field length of block transfer for ECS (FLE) - 24 bits
Monitor address (MA) - 18 bits
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Initial contents of eight A regis:ers ~ 18 bits )
Initial contents of eight X regis srs - 60 bits cumTs fas

b [0 v o 38 i 9
Initial contents of Bl through B7 (B0 constant zero) registers - 18 bits - ": ! ‘:c o :‘: °7/.W
wez 23 //" " 13 FLe a3 .“
The period of time that a particular exchange package resides in the CPU - ueaf e w A »
registers is called the execution interval. The execution interval begins with an ::: 282 ::: : /}7// :: ::
, %
exchange jump that reads the exchange package from CM and enters these 7 uA I o
parameters into the CPU registers. It ends with another exchange jump that ““ ner A ar ; or
stores the exchange package back into CM. An exchange jump timing diagram ‘ofaTo] ::: b :
is provided behind the CPU logic diagrams. A timing chart Is provided in wero Y
part 15 of this section. nent X
LR41] x4
Neiy x$
LE2L) xe
ECS INSTRUCTION CONTROL [ vere X1
The ECS instruction control interfaces the CPU and the ECS coupler. Block V77 o nanowane acanstens ex

transfer starting address information (RAC, RAE, A0, and X0), field length
(FLC and FLE), and word count [K+(Bj)] are sent from the CPU to the ECS

coupler,

Figure 5-3. Exchange Package

ERROR EXIT CONTROL

The error exit control monitors CP error conditions, Depending upon the
type of error and the exit mode bits, the program in execution may be inter-
rupted, If the error is an illegal instruction, breakpoint, or address range
error on RNI or branch, the program interruption is unconditional. For other
types of errors, the corresponding exit mode bits must be set before the
program can be interrupted. The exit mode bits are:

v

Bit Exit Mode

48 Address range error

49 Infinite mode

50 Indefinite mode

57 Parity error on ECS flag register operation

58 CMC input error

59 CM data error )
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